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Outline of the Lecture

~ Dynamic modeling
* Sequence diagrams
¢ State diagrams

- Using dynamic modeling for the design of user interfaces
- Analysis example

-~ Reguirements analysis document template
 Requirements analysis model validation
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A realistic example: ARENA

- ARENA Problem Statement available on SE Discuss bboard

+ http://tum.globalse.or g/teaching/ws01/SE/discuss.nsf/f7069403acOdc

2178525662700754e€21/1f1d9871dd61c5f 3c1256b0a003c484c?OpenD
ocument

- We will be developing the requirements analysis document
(RAD) for ARENA concurrently to the class.

 You can participant by using the REQuest tool to write one or
more use cases corresponding to this problem statement.

 Request an account from Allen Dutoit and then log into the
ARENA system of REQuest:

¢+ http://atbrueggel3.in.tum.de:8080/ar ena/ser vlet/SY SL ogin

Bernd Bruegge & Allen Dutoit Object-Oriented Software Engineering: Conquering Complex and Changing Systems 3



How do you find classes?

In previous lectures we have already established the following
sources

+ Application domain analysis: Talk to client to identify abstractions
+ Application of general world knowledge and intuition

¢ Scenarios
+ Natural language for mulation of a concr ete usage of the system

¢ Use Cases
+ Natural language for mulation of the functions of the system

¢ Textual analysis of problem statement (Abbot)
Today we show how identify classes from dynamic models

+ Actionsand activitiesin state chart diagrams are candidates for
public operationsin classes

+ Activity linesin sequence diagrams ar e also candidates for objects
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Dynamic Modeling with UML

Diagrams for dynamic modeling
+ I nteraction diagrams describe the dynamic behavior between objects
+ Statecharts describe the dynamic behavior of a single object

Interaction diagrams

+ Sequence Diagram:
+ Dynamic behavior of a set of objectsarranged in time sequence.
¢ Good for real-time specifications and complex scenarios

¢ Collaboration Diagram :
¢ Showsthereationship among objects. Does not show time

State Chart Diagram:

+ A state machinethat describesthe response of an object of a given
classto thereceipt of outside stimuli (Events).

+ Activity Diagram: A special type of statechart diagram, where all
states are action states (M oore Automaton)
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Dynamic Modeling

Definition of dynamic model.

+ A collection of multiple statechart diagrams, one state chart
diagram for each class with important dynamic behavior.

Purpose:

¢ Detect and supply methodsfor the object model
How do we do this?

¢ Start with use case or scenario

+ Model interaction between objects => sequence diagram
+ Model dynamic behavior of a single object => statechart diagram
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Start with Flow of Events from Use Case

FHow of events from “Dial a Number” Use case:
¢ Caller liftsreceiver
¢ Dail tone begins
¢ Caller dials
+ Phonerings
+ Callee answersphone
+ Ringing stops

‘ L]
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What is an Event?

Something that happens at a point in time

Relation of eventsto each other:
¢ Causally related: Before, after,
¢ Causally unrelated: concurrent

An event sends information from one object to another

Events can be grouped in event classes with a hierarchical
structure. ‘Event’ is often used in two ways:

¢ | nstance of an event class. “New |[ETM issued on Thursday
September 14 at 9:30 AM”.

¢ Event class “New IETM”, Subclass“Figure Change”

+ Attribute of an event class
¢+ |ETM Update (9:30 AM, 9/14/99)
¢ Car dsartsat (4:45pm, Monroeville Mall, Parking Lot 23a)
+ Mouse button down(button#, tablet-location)
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Seqguence Diagram

From the flow of events in the use case or scenario proceed to
the sequence diagram

A seguence diagram is agraphical description of objects
participating in a use case or scenario using aDAG (direct
acyclic graph) notation
Relation to object identification:

+ Objects/classes have already been identified during object modeling
¢ Objectsare identified asaresult of dynamic modeling
Heuristic:

+ An event always has a sender and areceiver. Find them for each
event => These are the objects participating in the use case
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An Example

- Flow of eventsin a“ Get SeatPosition” use case:

1. Establish connection between smart card and onboard
computer

2. Establish connection between onboard computer and
sensor for seat

3. Get current seat position and store on smart card

-~ Which are the objects?
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Seguence Diagram for “ Get SeatPosition”

v

1. Establish
connection
between
smart card
and onboard
computer

2. Establish
connection
between
onboard
computer
and sensor
for seat

3. Get
current seat
position and
store on
smart card
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Onboard Computer

Establish Connection

>

Establish Connection

Seat
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Heuristics for Sequence Diagrams

Layout:

¢ 1st column: Should correspond to the actor who initiated the use
case

+ 2nd column: Should be a boundary object

¢ 3rd column: Should be the control object that managestherest of
theuse case

Creation:
+ Control objectsarecreated at theinitiation of a use case
+ Boundary objects are created by control objects
AcCcess.
+ Entity objects are accessed by control and boundary objects,

+ Entity objects should never call boundary or control objects. This
makesit easier to share entity objects across use cases and makes
entity objectsresilient against technology-induced changesin
boundary objects.
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| sthis a good Sequence Diagram?

*First columnis
not the actor

[t isnot clear
where the
boundary object
IS

e[t ISnot clear

where the
control object is
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Get SeatPosition
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An ARENA Sequence Diagram : Create Tournament

i :Tournament
Boundary :Arena ‘League
League -

owner ‘

newTournament
(league) l

>

—

setName(nameu

setMaxPlayers
(maxp)

_|_
$_

commit()

:Announce
CNEW> Tournament
Control
checkMax
Tournament()>
create

createTournament Tournament

|
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(name, maxp) ,, ~ (name, maxp)
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| mpact on ARENA's Object Model

L et’s assume, before we formulated the previous sequence
diagram, ARENA’s object model contained the objects

+ League Owner, Arena, L eague, Tournament, Match and Player

- The Seguence Diagram identified new Classes
¢ Tournament Boundary, Announce_Tournament_Control
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LeagueOwner

Attributes

League

Operations

Attributes

Operations

¢

Tournament

Attributes

Operations

Player

Attributes

Match

Operations

Attributes
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LeagueOwner

Attributes

League

Operations

Attributes

Operations

Boundary

Tournament__

Attributes

Operations

¢

Announce_

Control

Tournament

Tournament_

Attributes

Operations

Attributes

Operations

Player

Attributes

Match

Operations

Attributes
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lmpact on ARENA’s Object Model (ctd)

~ The Sequence Diagram also supplied us with alot of new
events

+ newTour nament(league)
+ setName(name)

+ setM axPlayer s(max)

¢ Commit

+ checkMaxT our naments()
¢ createl our nament

-~ Question: Who owns these events?

-~ Answer: For each object that recelves an event thereisapublic
operation in the associated class.

+ The name of the operation is usually the name of the event.
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Example from the Sequence Diagram

i :Tguma(;nent createT ournament isa (public)
oundary :
League oper ation owned by
wner
— ‘ Announce Tournament_Control
newTournament
I
(league) ’l
:Announce
“NEW> i Tournament
Control
- checkMax
setName(name)»L Tournament()>
setMaxPlayers T '
(maxp) I ‘
commit() B ! ‘ create
(name, maxp) _» (name, maxp) . Tournament
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League Owner

League

Attributes

Operations

Attributes

Operations

Tournament__
Boundary

Attributes

Operations

¢

Announce_
Tournament_
Control

Tournament

Attributes

Attributes

Operations

(name, maxp)

createTournament

Player

Match

Attributes

Operations

Bernd Bruegge & Allen Dutoit

Attributes

Operations

Object-Oriented Software Engineering: Conquering Complex and Changing Systems

20



What else can we get out of sequence diagrams?

- Sequence diagrams are derived from the use cases. We
therefore see the structure of the use cases.

- The structure of the sequence diagram helps us to determine
how decentralized the system is.

- We distinguish two structures for sequence diagrams. Fork and
Stair Diagrams (lvar Jacobsen)
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Fork Diagram

- Much of the dynamic behavior is placed in asingle object,
ususally the control object. It knows all the other objects and
often uses them for direct questions and commands.
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Stair Diagram

* The dynamic behavior is distributed. Each object delegates
some responsibility to other objects. Each object knows only a
few of the other objects and knows which objects can hel with
a specific behavior.

S
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Fork or Stair?

- Which of these diagram types should be chosen?
- Object-oriented fans claim that the stair structure is better
+ Themoretheresponsibility isspread out, the better
However, thisis not always true. Better heuristics:
Decentralized control structure

+ The operations have a strong connection
¢ The operationswill always be performed in the same order
- Centralized control structure (better support of change)
+ The operations can change order
+ New operations can beinserted asaresult of new requirements
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UML Statechart Diagram Notation

Event trigger
r ~ With parameters 4 )
Statel - Eventl(attr) [condition]/action State?
\ >
do/Activity N\ _ )
entry /action Guard
exit/action condition

Also: internal trangitio
and deferred events

Notation based on work by Harel
+ Added area few object-oriented modifications

A UML statechart diagram can be mapped into afinite state machine
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Statechart Diagrams

Graph whose nodes are states and whose directed arcs are
transitions labeled by event names.

We distinguish between two types of operations in statecharts:

+ Activity: Operation that takestime to complete
¢ associated with states
¢ Action: Instantaneous oper ation

¢ associated with events
¢ associated with states (reduces drawing complexity): Entry, Exit,
Internal Action

A statechart diagram relates events and states for one class
+ An object model with a set of objects has a set of state diagrams
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State

 An abstraction of the attributes of aclass
+ Stateisthe aggregation of several attributesa class

Basically an equivalence class of all those attribute values and
links that do no need to be distinguished as far as the control
structure of the system is concerned

¢+ Example: State of a bank
¢ A bank isdather solvent or insolvent

- State has duration
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Example of a StateChart Diagram

— coms > in(amount) / add to balan
cancel / refund coins

[item empt;/ /[select(ltem)] [change<0]

do test item and compute changej

coins_in(amount) / set balance Collect I\/Ioney j
ce

/ [change=0] [change>0]

(do: ’dispense Iitem )4—@0: make change)
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Nested State Diagram

~ Activities in states are composite items denoting other lower-
level state diagrams

-~ A lower-level state diagram corresponds to a sequence of
lower-level states and events that are invisible in the higher-
level diagram.

- Sets of substates in a nested state diagram denote a super state
are enclosed by alarge rounded box, also called contour.
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Example of a Nested Statechart Diagram

/ Collect Money

coms > in(amount) / add to balan

coins_in(amount) / set balanc
9
cancel / refund coins

[item empt;/ /[select(ltem)] [change<0]

do test item and compute changej

w f (change=0] j [change>0]

Cdo: dispense item )<—@o: make change)
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Example of a Nested Statechart Diagram

w f [change=0]

do dispense item )<—
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Expanding activity “do:dispense item”

‘Dispenseitem’ as \\

an atomic activity: [change=0]

( do: dispenseitem )4—

‘Dispense item’ asa composite activity:
e »|dO:movearm do: movearm L do: push item >@
torow arm tocolumn | arm off shelf
ready ready
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Superstates

- Goadl:
+ Avoid spaghetti models
+ Reducethe number of linesin a state diagram

 Trangitions from other states to the superstate enter the first
substate of the superstate.

-~ Transitions to other states from a superstate are inherited by all
the substates (state inheritance)
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Modeling Concurrency

Two types of concurrency

1. System concurrency

+ State of overall system asthe aggregation of state diagrams, one for
each object. Each state diagram is executing concurrently with the
others.

2. Object concurrency

+ An object can be partitioned into subsets of states (attributesand
links) such that each of them hasits own subdiagram.

+ The state of the object consists of a set of states: one state from each
subdiagram.

¢ Statediagramsaredivided into subdiagrams by dotted lines.
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Example of Concurrency within an Object

Splitting control

Synchronization

_| Ready
to reset

Bernd Bruegge & Allen Dutoit Object-Oriented Software Engineering: Conquering Complex and Changing Systems 36



State Chart Diagram vs Sequence Diagram

- State chart diagrams help to identify:
+ Changesto an individual object over time

- Seguence diagrams help to identify
+ Thetemporal relationship of between objects over time

*» Sequence of operations as a response to one ore more
events
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Dynamic Modeling of User I nterfaces

- Statechart diagrams can be used for the design of user interfaces
+ Also called Navigation Path

- States: Name of screens

+ Graphical layout of the screens associated with the states helps when
presenting the dynamic model of a user interface

- Activities/actions are shown as bullets under screen name
+ Often only the exit action is shown

- State transitions: Result of exit action
¢ Button click
+ Menu selection
¢ Cursor movements

 Good for web-based user interface design
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Navigation Path Example

Diagnostics Menu
*User moves cursor to Control Panel or Graph

N

Control panel
» User selects functionality of sensors

/

Define
e User defines a sensor event
from a list of events

Enable

list of sensor

_ events
List of events \

» User selects event(s) .
List of sensor events
 User selects sensor
event(s)

Bernd Bruegge & Allen Dutoit

Disable

e User can enablea ° User can disable a
sensor event from a Sensor event from a
list of sensor events

™~ Graph
 User selects data group and
type of graph
N

Selection
 User selects data group
* Field site
» Car
e Sensor group
e Time range
 User selects type of graph
o time line
* histogram

Visualize * pie chart

 User views graph
 User can add data groups for

being wev&d Link

» User makes a link (doclink)
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Practical Tipsfor Dynamic Modeling

- Construct dynamic models only for classes with significant
dynamic behavior

+ Avoid “analysis paralysis’
~ Consider only relevant attributes
¢ Use abstraction if necessary

Look at the granularity of the application when deciding on
actions and activities

Reduce notational clutter

+ Try to put actionsinto state boxes (look for identical actionson
eventsleading to the same state)
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Summary: Requirements Analysis

1. What are the transformations? @ Functional Modeling

¢ Create scenariosand use case diagrams
+ Talk toclient, observe, get historical records, do thought experiments

2. What is the structure of the system? @~ Obiect Modeling

+ Createclassdiagrams
+ ldentify objects.
¢+ What arethe associations between them? What istheir multiplicity?
¢+ What arethe attributes of the objects?
+ What operations are defined on the obj ects?

3. What isits behavior? @~ Dynamic Modeling

+ Create seguence diagrams
+ ldentify sendersand receivers

¢ Show sequence of events exchanged between objects. |dentify event
dependencies and event concurrency.

+ Create statediagrams
¢ Only for the dynamically interesting obj ects.
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Let’'sDo Analysis

1. Analyze the problem statement
+ |dentify functional requirements
¢ |dentify nonfunctional requirements
¢ |dentify constraints (pseudo reguirements)

2. Build the functional model:
¢ Develop use casesto illustrate functionality requirements

3. Build the dynamic model:

+ Develop sequencediagramsto illustrate the interaction between
obj ects

* Develop state diagramsfor objects with interesting behavior

4. Build the object modd!:
* Develop class diagrams showing the structure of the system
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Problem Statement:
Direction Control for a Toy Car

Power is turned on " Power isturned off
+ Car movesforward and car + Car stopsand headlight goes
headlight shines out.
Power is turned off * Power isturned on
+ Car stopsand headlight goes * Headlight snines
out. " Power isturned off
Power isturned on » Headlight goes out.
+ Headlight shines "~ Power isturned on
Power is turned off ¢ Car runsforward with its

+ Headlight goes out. headlight shining.

Power isturned on

¢ Car runsbhackward with its
headlight shining.
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Find the Functional Model: Do Use Case Modeling

Use case 1. System Initialization
+ Entry condition: Power is off, car isnot moving
* Flow of events:
¢ Driver turnspower on
¢ Exit condition: Car movesforward, headlight ison

Use case 2: Turn headlight off
+ Entry condition: Car movesforward with headlightson
+ Flow of events:
¢ Driver turnspower off, car stopsand headlight goes out.
¢ Driver turnspower on, headlight shinesand car does not move.
¢ Driver turnspower off, headlight goes out

+ Exit condition: Car does not move, headlight is out
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Use Cases continued

Use case 3. Move car backward
+ Entry condition: Car isstationary, headlights off
* Flow of events:
¢ Driver turnspower on
¢ Exit condition: Car moves backward, headlight on
Use case 4. Stop backward moving car
¢ Entry condition: Car moves backward, headlights on
+ Flow of events:
¢ Driver turnspower off, car stops, headlight goes out.
¢ Power isturned on, headlight shinesand car doesnot move.
+ Power isturned off, headlight goes out.
+ Exit condition: Car doesnot move, headlight is out.
Use case 5: Move car forward
+ Entry condition: Car doesnot move, headlight is out
+ Flow of events
¢ Driver turnspower on
+ Exit condition:
¢ Car runsforward with its headlight shining.
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Use Case Pruning

Do we need use case 5?

Use case 1: System Initialization

+ Entry condition: Power is off, car isnot moving
* Flow of events:
¢ Driver turnspower on

+ Exit condition: Car movesforward, headlight ison

Use case 5: Move car forward
+ Entry condition: Car doesnot move, headlight is out
* Flow of events
¢ Driver turnspower on
+ Exit condition:
¢ Car runsforward with its headlight shining.

Bernd Bruegge & Allen Dutoit Object-Oriented Software Engineering: Conquering Complex and Changing Systems
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Find the Dynamic Model: Create sequence diagram

Name: Drive Car

"~ Sequence of events:
+ Billy turns power on
+ Headlight goeson
+ \WWheels starts moving forward
+ \Wheels kegps moving forward
+ Billy turns power off
+ Headlight goes off
¢ \Wheels stops moving

‘ L] - L]
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Sequence Diagram for Drive Car Scenario

Bernd Bruegge & Allen Dutoit
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Toy Car: Dynamic Model
Whesd

Headlight
CForward )
4

Off
power
‘/V C_) power off
ower ower
P off Do .\

a

. (Stationary) ( Stationary )
( On ) \

power Pon

off
( BackwarcD
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Toy Car: Object Model

&

Power

Headlight

Wheel

Status: (On, Off)

Status: (On, Off)

TurnOn(
TurnOff()

Switch_On()
Switch_Off()

Motion: (Forard,
Backward,

Stationary)
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Start_Moving()
Stop_Moving()
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A morerealistic example: ARENA11/22/01

- ARENA Problem Statement available on SE Discuss bboard

+ http://tum.globalse.or g/teaching/ws01/SE/discuss.nsf/f7069403acOdc

2178525662700754e€21/1f1d9871dd61c5f 3c1256b0a003c484c?OpenD
ocument

- We will be developing the RAD for ARENA concurrently to
the class.

~ You can participate by using the REQuest tool to write one or
more use cases corresponding to this problem statement.

 Request an account from Allen Dutoit and then log into the
ARENA system of REQuest:

¢+ http://atbrueggel3.in.tum.de:8080/ar ena/ser vlet/SY SL ogin
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Additional constraintsin ARENA Project

|nterface Engineering
* Provide ARENA playerswith accessto an existing game: Bumpers
¢+ Complete Java Code for Bumpers posted on SE Discuss
Greenfield Engineering

¢ Design a new game and provide ARENA playerswith accessto the
new game

Constrants:
+ Extensbility
+ Scalability
- Additional Constraint:

+ Theexisting ARENA code does not have to be recompiled when the
new gameisintroduced

+ ARENA does not haveto be shut down (currently running games
can continue) when the new gameisintroduced

|sthe “NotShutDown” requirement realistic?

Bernd Bruegge & Allen Dutoit Object-Oriented Software Engineering: Conquering Complex and Changing Systems 52



Arena

Attributes | mpact on ARENA Object Model

Operations

L Game TicTacToe
Attributes Attributes
Operations NZ Operations

Bumpers
Attributes
Operations
TournamentStyle Knock Out Style
Attributes Attributes
Operations N L Operations
Best of Series
Attributes
Operations
ExpertRating Formula Winner TakesAll
Attributes Attributes
Operations Operations
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Clarification: Terminology in REQuest

@ User tasks
, describe application

domain

Use Cases
describe interactions

@ Services
Level 4 describe system

A B Participating Objects

)‘ / \ - | describe domain entitie

T\
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ARENA user tasks (top level use cases)

« usertask»
Manage
Advertisements

Advertiser

« usertask»
ManageUser
Accounts

« usertask»
Manage
Subscriptions

« usertask»

Arena Operator

« usertask»
Play Tournament

« usertask»

Define League Player

« usertask»
Organize
Tournmanent

« usertask»

LeagueOwner ot
g Browse Statistics

«L»

Spectator
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AnnounceTournament (Part of OrganizeTournament)

:Announce
Tournament :Arena :League :AdvertiserDirectory :InteresiGroup
Boundary
League Owner ‘ ‘ ‘ ‘ Plﬁyer Adve{rtiser

1:newTournament(league) ‘ ‘ ‘ ‘ ‘ ‘

«new»

:Announce ‘ ‘ ‘ ‘
TournamentCtrl ‘ ‘

A

checkMaxTournmanent() ‘ ‘ ‘ ‘

setName(name)

setMaxPlayers(maxp)

createTournament(hnamemaxp) createTournament(namemaxp) ‘ «hew» ‘ ‘ ‘ ‘

. } pL——P  :Toumnament ‘ ‘

requestExclusifSponsor(requestExclusifSponsor() findInterestedExclusifSponsors()

commit()

| | | »l ‘ ‘ ‘

|
confirmSponsorinterest() ‘ ‘ ‘ ‘ ‘

»
| |
setSponsorship(sponsorsetSponsorship(sponsors) setSponsorship(sponsors) ‘ ‘ ‘ ‘
» ‘ . ‘ »
I
notifySponsor(yesNo) ‘ ‘ ‘ ‘

tifylnterestGroups(groups) notifylnterestGroups(groupsy notifyPlayer(newTournamen

n

Q

|
. \ \ \ \ iy g
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When 1sa model dominant?

 Object model: The system has objects with nontrivial state.
- Dynamic model: The model has many different types of events:
Input, output, exceptions, errors, etc.
 Functional model: The model performs complicated
transformations (eg. computations consisting of many steps).
- Which of these modelsis dominant in the following three cases?
¢+ Compiler
¢ Database system
* Spreadsheet program
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Dominance of models

Compiler:
¢ Thefunctional model most important. (Why?)

+ Thedynamic modedl istrivial because thereis only onetypeinput
and only a few outputs.

Database systems:
¢ The object model most important.

+ Thefunctional model istrivial, because the purpose of the
functionsisusually to store, organize and retrieve data.

Soreadsheet program:

+ Thefunctional model most important.

+ Thedynamic model isinteresting if the program allows
computationson a cell.

¢ Theobject model istrivial, because the spreadsheet valuesare
trivial and cannot be structured further. The only interesting
object is thecdll.
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Collaborative Analysis (into SS 2002)

A system is acollection of subsystems providing services

- Analysis of servicesis provided by a set of the teams who
provide the models for their subsystems

- Integration of subsystem modelsinto the full system model by
the architecture team

- Analysis integration checklist:
+ Are all the classes mentioned in the data dictionary?

+ Are the names of the methods consistent with the names of
actions, activities, events or processes?

* Check for assumptions made by each of the services
¢ Missing methods, classes
+ Unmatched associations
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Analysis: UML Activity Diagram (into SS 2002)
§

obj ects

Def i ne
contro
obj ects

Def i ne Def i ne
entity boundary
obj ect's obJects

\V\l/

i nteractions

Defi ne

nontrivi al —

behavi or

Defi ne
associ ati ons

Defi ne
attributes

Consol i dat e
nodel

Revi ew
node

Bernd Bruegge & Allen Dutoit Object-Oriented Software Engineering: Conquering Complex and Changing Systems



Object Model I ntegration in a large Project (into SS 2002)
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Requirements Analysis Document Template

1. Introduction
2. Current system
3. Proposed system
3.1 Overview
3.2 Functiona requirements
3.3 Nonfunctional requirements
3.4 Constraints (“Pseudo requirements’)
3.5 System models
3.5.1 Scenarios
3.5.2 Use case mode
3.5.3 Object model
3.5.3.1 Datadictionary
3.5.3.2 Class diagrams
3.5.4 Dynamic models
3.5.5 User interfae
4. Glossary
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Section 3.5 System Model

3.5.1 Scenarios
- As-isscenarios, visionary scenarios

3.5.2 Use case model
- Actors and use cases

3.5.3 Object model

- Data dictionary
- Class diagrams (classes, associations, attributes and oper ations)

3.5.4 Dynamic model

- State diagrams for classes with significant dynamic behavior
- Sequence diagrams for collabor ating objects (protocol)

3.5.5 User Interface
- Navigational Paths, Screen mockups
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Section 3.3 Nonfunctional Requirements

3.3.1 User interface and human factors
3.3.2 Documentation

3.3.3 Hardwar e consider ations

3.3.4 Performance char acteristics

3.3.5 Error handling and extreme conditions
3.3.6 System interfacing

3.3.7 Quality issues

3.3.8 System modifications

3.3.9 Physical environment

3.3.10 Security issues

3.3.11 Resour ces and management issues
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Nonfunctional Requirements. Trigger Questions

3.3.1 User interface and human factors
+ \What type of user will beusing the system?
+ Will morethan onetype of user be using the system?
+ What sort of training will berequired for each type of user?
¢ |sit particularly important that the system be easy to learn?

¢+ |sit particularly important that users be protected from making

errors?

+ What sort of input/output devicesfor the human interfaceare
available, and what aretheir characteristics?

3.3.2 Documentation

+ \What kind of documentation isrequired?

+ \What audienceisto be addressed by each document?
3.3.3 Hardware considerations

+ What hardwareisthe proposed system to be used on?

* What arethe characteristics of thetarget hardware, including
memory size and auxiliary stor age space?
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Nonfunctional Requirements, ctd

3.3.4 Performance characteristics

* Arethereany speed, throughput, or response time constraintson
the system?

+ Aretheresize or capacity constraintson the data to be processed by
the system?
3.3.5 Error handling and extreme conditions
+ How should the system respond to input errors?
+ How should the system respond to extreme conditions?

3.3.6 System interfacing
¢ |sinput coming from systems outside the proposed system?
¢ |soutput going to systems outside the proposed system?

+ Arethererestrictionson theformat or medium that must be used
for input or output?
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Nonfunctional Requirements, ctd
-+ 3.3.7 Quality issues

+ \WWhat aretherequirementsfor reliability?

¢ Must the system trap faults?

+ What isthe maximum timefor restarting the system after afailure?
+ What isthe acceptable system downtime per 24-hour period?

¢ |sit important that the system be portable (able to moveto different
hardwar e or operating system environments)?

-~ 3.3.8 System Modifications

+ What partsof the system arelikely candidates for later modification?
+ \WWhat sorts of modifications are expected?

 3.3.9 Physical Environment
+ Wherewill thetarget equipment operate?

+ Will thetarget equipment bein oneor several locations?

+ Will the environmental conditionsin any way be out of the ordinary
(for example, unusual temperatures, vibrations, magnetic fields, ...)?
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Nonfunctional Requirements, ctd

+ 3.3.10 Security Issues
¢+ Must accessto any data or the system itself be controlled?
¢ |sphysical security an issue?
- 3.3.11 Resources and Management Issues
+ How often will the system be backed up?
+ \Who will beresponsiblefor the back up?
* Who isresponsiblefor system installation?
+ \Who will beresponsiblefor system maintenance?
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Consgtraints (Pseudo Reguirements)

Constraint:

+ Any client restriction on the solution domain
Examples:

¢ Thetarget platform must be an IBM/360

+ Theimplementation language must be COBOL

+ The documentation standard X must be used

+ A dataglove must be used

+ ActiveX must be used

+ The system must interface to a papertape reader
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Outline of the Lecture

v Dynamic modeling

v Sequence diagrams
v/ State diagrams

v Using dynamic modeling for the design of user interfaces
v Analysis example

v Requirements analysis document template

- Reguirements analysis model validation
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Verification and Validation of models
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Correctness, Completeness and Consistency

-~ Verification is an equivalence check between the
transformation of two models:

+ We havetwo models, isthe transfor mation between them correct?
- Validation is different. We don’t have two models, we need to
compare one model with reality
+ “Reality” can also be an artificial system, like an legacy system
- Validation isacritical step in the development process
Requirements should be validated with the client and the user.
¢ Techniques. Formal and informal reviews (M eetings, requirements
review)
Requirements validation involves the following checks
¢ Correctness
+ Completeness
+ Ambiguity
¢ Realistism
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Modeling Checklist for the Review

|sthe model correct?

+ A model iscorrect if it representsthe client’sview of the the system:
Everything isthe model represents an aspect of reality

|s the model complete?

* Every scenario through the system, including exceptions, is
described.

|s the model consistent?

+ The model does not have componentsthat contradict themselves
(for example, deliver contradicting results)

|s the model unambigous?
¢+ Themodel describesone system (onereality), not many

|s the model realistic?
+ The model can be implemented without problems
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Diagram Checklist for the RAD

* One problem with modeling:

+ Wedescribe a system model with many different views (class diagram,
use cases, sequence diagrams, )state charts)

~ We need to check the equivalence of these views as well

- Syntactical check of the models

* Check for consistent naming of classes, attributes, methodsin
different subsystems

+ |dentify dangling associations (associations pointing to nowhere)
¢ |dentify double- defined classes

+ |dentify missing classes (mentioned in one model but not defined
anywher e)

¢ Check for classes with the same name but different meanings
Don’t rely on CASE tools for these checks
+ Many of the existing toolsdon’t do all these checks for you.

Examples for syntactical problems with UML diagrams
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Different spellingsin different diagrams

(from)
UML Sequence Diagram UML Class Diagram
‘ LeagueOwner 1 * League
createTournament Attributes Attributes
(name, maxp) Operations Operations
Tournament_
Rmmdnry
Attributes
Operations
Tournament
Announce_
Tournament_ Attributes
Control Operations
d / Attributes
: : makeTournament
lef_er ent spellings S e map)
In different models
for the same operation? Player . . Match
Attributes Attributes
Operations Operations
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Omissions in some diagrams

Missing class
(associated control object
Announce_Tournament

iIsmentioned in
Sequence di
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Project Agreement

-~ The project agreement represents the acceptance of (parts of)
the analysis model (as documented by the requirements
analysis document) by the client.

~ The client and the devel opers converge on asingle idea and
agree about the functions and features that the system will
have. In addition, they agree on:

+ alist of prioritized requirements

¢ arevision process

+ alist of criteriathat will be used to accept or reect the system
+ a schedule, and a budget

- Trandates to “ L astenheft”

Bernd Bruegge & Allen Dutoit Object-Oriented Software Engineering: Conquering Complex and Changing Systems 77



Prioritizang requirements

High priority (“Core requirements’)
¢+ Must be addressed during analysis, design, and implementation.

+ A high-priority feature must be demonstrated successfully during
client acceptance.

Medium priority (“Optional requirements’)
¢+ Must be addressed during analysis and design.

+ Usually implemented and demonstrated in the second iteration of
the system development.

Low priority (“Fancy requirements’)
¢+ Must be addressed during analysis (“very visonary scenarios’).

¢ |llustrates how the system isgoing to be used in the future if not yet
available technology enablers are available
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Requirements Analysis Document: REQuest vs book
The Reguirements Analysis Document described in the book is
dightly different from the structure used by the REQuest tool.

However, this difference is structural only, their content is
similar.

Book RAD REQuest RAD

~ General (Youwill see RADslike © Method & tool specific (this
thisin industry) structure is not used anywhere
Follows | EEE Specification else)
standard (adapted to UML). "~ Follows the order in which
Follows the order in which the elements are usually created.
elements are needed by © Optimizes tool usability.

management and devel opers.
Optimizes readability.
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Structure of the Reguirements Analysis Document:

Book vs REQuest

REQuest
1. Problem Statement

Book
1. Introduction

2. Requirements
2.1 Actors
2.2 User Tasks (UT)

2.3 Domain constraints
2.4 Quality constraintson UT

3. Specification

3.1 Use Cases (UC)

3.2 Services ()

3.3 Global Functional Regs
3.4 Quality constraintson UC

3.5 Quality constraints g

4. Examples

- 4. Glossary
5. Analysis /

6. Glossary

2. Current system

3. Proposed system
3.1 Overview

3.2 Functional requirements

3.3 Nonfunctional requirements

3.4 Pseudo requirements

3.0 dystem models

3.5.1 Scenarios

3.5.2 Use case model
3.5.3 Object model
3.5.4 Dynamic models
3.5.5 User interface
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Summary

In this lecture, we reviewed the construction of the dynamic
model from use case and object models. In particular, we
described: In particular, we described:

~ Seguence and statechart diagrams for identifying new classes
and operations.

In addition, we described the requirements analysis document and
ItS components
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